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Abstract — The high evolution speed of both the ICT and the user preferences, pushes customer organizations to frequently evolve or
replace their software systems in order to keep pace with these evolutions. In the case of custom software systems, their longevity is
usually addressed through multiple evolution projects, where each one can be performed by a different provider. In this software
evolution scenario, every time a software provider changes, the new provider should gather, as quickly as possible, the knowledge about
the product to evolve. Thus, this provider reduces the project risks and tries to get control of the work ahead. Regardless of the
evolution effort spent by the new provider, the project results are usually unsuitable, because part of the knowledge of the product
structure is lost when the software provider changes. This situation reduces the longevity of the systems and negatively affects the
customer organizations. The evolution of custom software in multiprovider scenarios has received little attention from the software
engineering community. Therefore, this article presents an exploratory study that analyzes the process conducted by small and
medium-sized software providers, to discover and assimilate the knowledge about the product structure of a system developed by
another provider. The study explores two particular software evolution scenarios to determine the actors, the structure and dynamic of
the knowledge acquisition process, the activities and software artifacts used by the participants, and the effectiveness that providers
reach when using these practices and software artifacts. The study also presents several challenges, derived from the study results,
which open research opportunities to improve the cost-effectiveness of the product knowledge acquisition process in software
multiprovider scenarios.

Keywords - Multiprovider software evolution, custom software products, product knowledge acquisition, exploratory study, small and
medium-sized software companies, product ownership.

I. INTRODUCTION

Every day the organizations increase their dependence on the software systems and services used to support their business
activities. Therefore, the longevity of their products becomes a highly valuable feature [Mat06, Feb16]. Many of these products
are ad hoc (also known as custom or bespoke software), and their longevity depends on the capability of the software providers to
evolve them. Recent studies show a high and increasing demand for custom software projects during the last two decades, and this
trend is expected to continue [Gvr23, Kbv22]. This high demand for custom projects calls for new mechanisms to evolve bespoke
software systems in a more cost-effective way and extend their longevity.

The lifecycle of bespoke products is discrete, i.e., these systems tend to evolve by means of multiple sequential projects
(shown as blue triangles in Fig. 1) [Ben02]. In a multiprovider scenario, every evolution project can eventually be performed by a
different software vendor. The curve height in Fig. 1 represents the accumulated effort spent in developing and evolving (D&E) a
software system throughout its lifecycle.

There are many reasons why these products evolve in a discrete way; for example, after a product is delivered, the customer
organization needs time to gather user feedback about the usability and usefulness of the system, identify improvement aspects,
and think about the next features of the product. Ozkaya et al. [Ozk10] identify other reasons for this discrete evolution, e.g., to
deal with changes in the market, opportunities to adopt new technologies and needs of the stakeholders.

The period between two consecutive evolution projects is uncertain, and it can range from a few months to years. In that
period, the provider can change due to several reasons, for instance, it is no longer available or interested in evolving the product,
or the customer wants to involve other providers to explore new ideas for the system. In these cases, the product owner (PO), who
usually belongs to the provider, also changes [Bja15, Rob21].
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Figure 1. Typical evolution process of a bespoke software product

It may also happen that after a while, the provider continues working on the product evolution, but its former product owner
(FPO) is no longer assigned to evolve such a product. There are several reasons for this, for instance, because the FPO left the
company or was assigned to another initiative. In any case, the new project leader (i.e., the potential product owner - PPO) and
eventually the development team should assimilate the knowledge about the product, as quickly as possible, as a way to reduce
uncertainty, identify the challenges to address, and keep the evolution project under control [Ben00]. In order to do that, the
participants perform several product knowledge acquisition activities (PKAAs), e.g., product inspections, reviews of software
artifacts, and meetings with customer personnel. Most PKAAs are performed at the beginning of the evolution project, in the
period known as ‘project start’ [Sav15a] (this period is shown with small green triangles in Fig. 1). Performing this product
exploration at the project start time also allows the PPO to early define a first roadmap to address the evolution project [Ben00].

Addressing the PKAAs in a cost-effective way becomes a major challenge for the PPO and the development team, because the
software artifacts that support the product exploration process are not always complete, up-to-date and easy to understand. In
addition, performing the PKAAs usually involve time constraints that increase this challenge.

Regardless of the relevance the PKAAs have in the evolution of bespoke software products, they have received little attention
from the software engineering community [Fra23], particularly, in scenarios where the evolution projects are performed by
different providers [Sne05, Fri12]. Trying to understand both, the process performed by the PPO and the development team to
acquire knowledge about the product to evolve, and the effectiveness of such a process, we performed an exploratory study to
answer the following research questions:

RQ1: At the beginning of a bespoke evolution project, what software artifacts does the provider review to understand the
product to evolve?

RQ2: What activities does the provider usually perform during the product knowledge acquisition stage?

RQ3: How much effort does the provider usually put into performing the PKAAs?

RQ4: After performing the PKAAs, what is the mastery level that the PPO usually reaches?

Answering these questions helps researchers and practitioners identify: (1) the practices that the product owners and their team
use to address the PKAAs, (2) the effectiveness of these practices, and (3) the aspects to address to improve their
cost-effectiveness. Recognizing the diversity of project evolution scenarios where the FPO changes, in this study we addressed the
RQs considering only two particular evolution cases: 1) when the FPO and half of the former development team (or more than
that) change, but not the software provider, and 2) when the FPO, the development team, and also the software vendor change.

In both cases, the new project leader (i.e., the PPO) and the development team do not know the structure and features of the
product to be evolved; therefore, they have to perform PKAAs from the beginning of the evolution project. Addressing these two
cases allows us to identify similarities and differences in how the providers carry out the PKAAs, depending on the evolution
scenario. We have focused this study on small and medium-sized software enterprises (SMEs) as solution providers, because they
represent the major part of the software industry worldwide.

Next section presents the related work on software evolution, considering a multiprovider scenario. Section III describes the
design of the exploratory study, the process structure and the activities performed in each stage. Section IV presents the inquiring
instrument used to collect information from the participants. Section V shows the answers of the interviewees, and based on that,
Section VI presents the responses to the RQs. Section VII discusses the results and raises several challenges to improve the
effectiveness of the PKAAs. Section VIII indicates the threats to validity of the reported results. Finally, Section IX presents the
conclusions and future work.

II. RELATED WORK

Several research works on software maintenance and evolution have been conducted during the last 50 years [Her13, Sal21]. This
stage of the product lifecycle is frequently recognized as the most complex, demanding and expensive [Sto21, Ben00, But22]. To



make the analysis of the related work more understandable, we focus the literature review on the four topics presented in the
following subsections.

A. Models to guide the software evolution

An important number of evolution models are available to guide the activities in this stage of the product lifecycle. These
models range from Basili’s proposals [Bas90] to those recently proposed by ISO/IEC/IEEE [ISO17, ISO22]. Most models
prescribe several major activities to perform, and consider the architecture knowledge management as the cornerstone for
evolving the systems [Lav11, Ozk10, Sal21]. For using them, the provider should count on comprehensive and up-to-date product
specifications, and particularly, with its software architecture of the product to evolve; which is not particularly right in
multiprovider scenarios.

Moreover, after analyzing the evolution models proposed until 2017, Lenarduzzi et al. [Len17] indicate that: i) most models
were created from scratch without reusing the knowledge of the previous ones, and ii) these models were proposed to address
specific evolution challenges in particular application contexts. These contextual aspects also limit the suitability of these models
to support bespoke product evolutions in the study scenarios.

B. Architecture-based software evolution

As mentioned before, the literature emphasizes the importance of software architecture in managing systems evolution
[Gar09, Kru09, Ozk10, Lav11]. Evidence shows that performing architecture-based software evolution is strongly recommended
in any case [Sal21]. However, in multiprovider scenarios the architecture of custom systems is not always available.

When the architecture of the product to evolve is not available, complete or up-to-date, the provider tends to use the source
code as a source of truth to identify the product structure and functionality [Men05, Mat16]. The analysis of source code tends to
be complex, slow, expensive and error-prone when performed manually. However, it can be performed using software tools that
allow the provider to get a visual representation of the code structure (e.g., classes, modules, and programming interfaces)
[Ben08, Ber13]. Although these representations are easier to understand than the source code, they also have several limitations,
for instance, they represent the source code structure, but not the product architecture. Moreover, trained people are required to
understand the visualizations, who are not necessarily available in the provider; particularly, in SMEs. These aspects limit the
effectiveness of this approach to support the evolution of bespoke products in multiprovider scenarios.

C. Software evolution based on source code

The research in software evolution based on source code is as extensive as on the product architecture. Depending on the size
and complexity of the product, service or feature to be evolved, and also considering the skills of the source code inspector, it can
be reasonable to manually explore this software artifact. Low coupling among components increases the chances of performing
manual inspections of the source code. However, when the evolution involves several components that are tightly-coupled, it is
usually required to use software tools that process source code to generate visual representations of systems (or part of them).
These representations do not show the product architecture, but usually the classes in which the source code is organized [Ben08].
It helps developers comprehend the code and identify points to intervene it to carry out the evolutions [Mat16], and also diagnose
the software implementation [Ber13, San13].

Their visual appearance of these representations can be ad hoc or adhere to a preestablished metaphor, e.g., the city metaphor
[Wet07, Pfa20; Kra22], which have shown to be useful to depict the properties of the source code [Jef19]. Although these visual
representations contribute to comprehending the systems implementation, the tools that generate them also have various
limitations. For instance, they do not accept (as input) source code written in any programming language, and the visual
representations (i.e., the output) become difficult to comprehend when part of the system is implemented using software
frameworks.

D. Evolution of custom products in multiprovider scenarios

The product evolution in multiprovider scenarios is diverse, even if we consider only custom products. For instance, in some
cases the provider counts on software artifacts to support the evolution process, and in others the vendor mainly has source code
to understand the product. When software artifacts are available, they usually are diverse in terms of content, format, and
nomenclature. Moreover, the available artifacts are not managed in an integral way, and nobody knows if they are up-to-date
[Ras19, Rob21, Sav15b]. This situation challenges the providers, limiting their capability to evolve products and innovate [Fri12].

Frequently, the structural knowledge of the product to evolve is tacit [Raj00, Lap18, Rob21], thin spread, and the knowledge
sources are not always available to be asked [Bja15, Rob21]. When people who have the tacit knowledge rotate, or become no
longer available to support the product evolution, such knowledge is lost [Hal08, Smo17, Muh22]. Consequently, the product
governance decreases, limiting or jeopardizing the next evolution projects.

These reasons make the evolution of bespoke products challenging, diverse and less interesting for software providers than
greenfield projects [Sto21]. Therefore, providers are usually reluctant to address brownfield developments, particularly, if the
knowledge required to evolve the product is no longer available for the company.

Some research works present general challenges that affect the product evolution in single and multiprovider scenarios. For
instance, Mens et al. [Men05] indicate that: 1) there is a need to count on software artifacts specified in languages or
nomenclatures more abstract and understandable than the source code, 2) new proposals that provide coherence among these
artifacts are required to support the software evolution in an integral way, and 3) more empirical research should be conducted in
order to understand in a better way the software evolution process and their different scenarios. In addition, Almashhadani et al.
[Alm23] focus on the client-provider relationship during product evolution process, and call for proposals that help: 1) provide
manageability, collaboration and communication between both parties, 2) reduce conflicts due to the few documentation available
to evolve the products, and 3) facilitate the collaboration and communication among teams during knowledge transfer activities.



Recognizing the contributions of these research works to advance state-of-the-art, we support the invitation to increase our
understanding of this particular domain, not only because it has been poorly addressed, but also due to the impact that software
evolution and maintenance have on customer and provider organizations. Particularly, we have found no empirical studies that
explore the study scenario, and help answer the stated research questions. Next section introduces the design of the exploratory
study.

III. DESIGN OF THE EXPLORATORY STUDY

The process conducted to explore the PKAAs in the study scenarios was qualitative and based on interviews. It involved the
four stages (Fig. 3): preparedness, semi-structured interview, analysis of answers and closure. In the first stage, we defined and
tested the set of questions that guided the interviews, and allowed us to collect information to answer the RQs. The second stage
involved interviewing the participants using an inquiring instrument. In the third stage, we performed the transcription of the
audio from the interviews video records, coded and analyzed the information, and obtained the elicitations output. Based on these
results, during the last stage we answered the RQs and verified these answers performing cross-validation. Next we describe each
stage in more detail.

Figure 2. Process performed in the exploratory study

A. Preparedness
This stage considered the following activities: 1) design of the questions to be asked in the interviews as part of the interview

process, 2) definition of the inclusion and exclusion criteria for participants, 3) selection of participants, and 4) calibration of the
inquiring instrument using a pilot interview.

1) Design of elicitation questions
The design of questions for the interviews (i.e., the inquiry items) was evolving, and it involved four synchronous sessions.

Each session lasted approximately 120 minutes and only the authors participated. Considering RQs and following a top-down
approach, the research team formulated and agreed 2-3 elicitation questions per RQ. The elicitation questions were designed
taking into account that their answers should contribute to responding to every RQ. Then, the authors performed a complementary
activity to cross-validate the questions following a bottom-up approach. Particularly, they analyzed if the answers to the elicitation
questions would allow them to build and validate the potential responses to the RQs. The process to define and improve the
inquiry instrument was repeated until all participants felt comfortable with the output; in this case, such a goal was reached in the
fourth session. Then, two external researchers evaluated the inquiry instrument and provided suggestions to make the elicitation
questions easy to understand for the interviewees.

The final set of elicitation questions was used during individual semi-structured interviews to the participants, who worked in
Chilean and Brazilian software companies. The questionnaire ended up including nine elicitation questions; two of them
considered multiple options, and the other six involved open answers. These questions were written in Spanish and Portuguese,
and the interviews were conducted in one of these languages depending on the interviewee. This facilitated the understanding of
the elicitation questions, the dynamism of the process and the collection of information from the interviewees. All information
was translated to English before coding it.

2) Inclusion and exclusion criteria
The inclusion criteria for the software companies were the following: i) to be a small or medium-sized enterprise, ii) to have at

least five years of experience developing custom software in multiprovider scenarios, iii) the main core business of the company
should be development of custom software.

The inclusion criteria for interviewees considered the following requirements: i) to be working in a bespoke software
development company, ii) to be playing a role linked to product development leadership, e.g., product owner, scrum master, or
project leader, iii) to have five or more years of experience playing the role, and iv) to have participated in at least three
multiprovider evolution projects as leader or development team member during the last five years.

The exclusion criteria considered participants that: i) recurrently evolve the same software products, or ii) new product owners
that evolve products using the development team that is regularly in charge of the system.

3) Participants selection
As mentioned before, the software companies involved in this study were small and medium-sized enterprises (SMEs),

characterized according to classification reported in [Min14, Bib17]: small (10-49 employees) and medium-sized (50-199



employees). Thirty companies, which accomplished the inclusion criteria, were invited to participate in this study. These
companies showed an important maturity in terms of business operation. Some of them were former collaborators of the authors,
and other were enrolled in the MITI3 software association. Typically, these providers perform small evolution projects; however,
the products that they address can be medium-sized or large. Most of these providers use Scrum or ad hoc agile processes to
address the evolution projects. The main core business of these companies included development and evolution of web and
mobile information systems to support several business domains. Although some of them kept developing their own COTS
software, most of their activities were focused on developing and evolving custom products in multiprovider scenarios.

Fifteen SMEs accepted the invitation, three of them from Brazil and twelve from Chile. Considering the inclusion and
exclusion criteria for the participants, each company proposed up to three candidates to be part of the study. Using this
information, a total of 35 people were invited via email, and 21 accepted the invitation. Two of them were selected to be part of
the pilot interviews that helped us evaluate the understandability of the elicitation questions, and the other 19 were involved in the
study interviews.

4) Pilot interview
 During this activity we interviewed the two pre-selected participants to calibrate the inquiring instrument. This allowed us to

validate the understandability and relevance of the questions, evaluate the time required to complete the interview, identify
possible problems and correct them, as well as to allow the interviewer to gain familiarity with the structure and dynamic of the
activity. Given that no major issues were identified during this calibration activity, the inquiring instrument used in the pilot
interview was the same as that used to interview the rest of the participants.

B. Interview process
During the second stage we performed the semi-structured interviews, using one session per participant according to the

guidelines of Wohlin et al. [Woh12, p. 62]. The interviews were conducted in Spanish or Portuguese depending on the
interviewee. The sessions were mediated by videoconference, and recorded after getting the explicit consent of the participants.
All sessions had the same structure. We decided to use this type of interview because it usually allows keeping the people engaged
with the process, answering questions from the participants, and inquiring on unexpected responses of them [Ful08, p. 14].

At the beginning of every interview, we informed the participants on the goals and dynamics of the activity, and also their
right to leave the interview at any time with no consequences for them. Then, we asked for their explicit consent to both
participate in the study and allow us to record the interview session.

Before starting the interview session, we asked the participants to suppose that they were the PPO (i.e., the new product owner
or project leader) involved in a new evolution project, where they and their development team do not know the product to evolve.
Therefore, they have to perform the PKAAs in the two scenarios indicated in the Section I: 1) when the PO and the development
team change, but not the provider, and 2) when the provider changes, and the PPO and the development team do not know the
product. The participants should answer the questions considering their role and these evolution scenarios. The same interviewer
guided all sessions that lasted 50 minutes on average.

C. Data analysis
Once collected the information, the analysis of the answers involved three activities: 1) transcribing the interview records, 2)

coding the responses, and 3) analyzing the coded information to obtain initial answers to the RQs.

D. Closure
During the closing stage, we used the qualitative information given by the participants to perform cross-validation of the initial

answers to the RQs. This helped us get a more in-depth understanding of the answers, contextualize them and identify the findings
of this study.

IV. INQUIRING INSTRUMENT

As mentioned before, 2-3 elicitation questions were defined for every RQ, ensuring that the answers to the former allowed us
to build and validate the answer to the latter. Next, we present the elicitation questions related to each RQ:

RQ1: At the beginning of a bespoke evolution project, what software artifacts does the provider review to understand the product
to evolve? Answering this RQ helped us identify the explicit knowledge that remains available and useful after changing the FPO.

1. At the beginning of a bespoke evolution project, what software artifacts do you usually receive to perform the system
evolution? The answers to this question allowed us to identify the explicit knowledge that is regularly available at the
“project start” period.

2. What is the perceived quality of these artifacts considering their completeness, up-to-datedness and understandability?
Options: high, medium, low according to the participant perception. This helped us realize the perceived usefulness of the
artifacts received to support the new product evolution project.

RQ2: What activities does the provider usually perform during the product knowledge acquisition stage? The answer to this
question allowed us to discover the structure and dynamic of the product knowledge acquisition process (if any), the effort spent
on it, and determine if the provider has a regular strategy to address the PKAAs.
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3. As PPO, what activities do you and your team perform to analyze the software artifacts? This helped us realize the ways of
retrieving the explicit knowledge from the software artifacts, and eventually the effort spent, and also required, to conduct
these PKAAs.

4. What activities do you and your team usually perform to gather the tacit knowledge about the product? This question has a
purpose similar to the previous one, but it is focused on gathering the tacit knowledge.

5. How do these activities are performed over time? The answers allowed us to understand the dynamic and the periods in
which the PKAAs are performed during the evolution projects. The answers also shed light on the effort required and spent
to deal with these activities.

RQ3: How much effort does the provider usually put into performing the PKAAs? The answers made us realize the effort regularly
spent by the providers. Moreover, it helps us determine whether current PKAAs can be considered cost-effective and also
cross-validate the responses to questions 3-5.

6. How many hours a day or week do you usually spend in performing these activities? More than identifying absolute values,
this question explores whether there is a time quantum of the labor journey assigned to the PKAAs and how important that
quantum is.

7. What is the timespan available to complete these activities? It helps determine if there is a deadline to complete the PKAAs,
and how long is the product exploration period. If there is not a formal deadline, then these answers help us identify the
criteria used by the PPOs to consider the PKAAs as completed. If there is a deadline, then the answers allow us to realize if
the exploration activities are performed under time pressure.

RQ4: After performing the PKAAs, what is the mastery level that the PPO usually reaches? The answer to this question,
combined with the response to RQ3, allowed us to determine how cost-effective are the practices currently used to address the
PKAAs.

8. After performing the previous activities, what is the level of mastery that you usually reach on the product? Options: i)
similar to a product owner, ii) basic knowledge on the product, and iii) no control on the product. This allowed us to
determine the most frequent outcome of the PKAAs from the PPO perspective.

9. In your experience, what are the main limitations in quickly acquiring knowledge on the structure and functionality of the
product? Answering this question helped us identify sources of problems and opportunities to improve the performance of
the PKAAs.

V. STUDY RESULTS

The interviews results showed that 10 out of 19 participants were mainly involved in evolution projects performed in the first
scenario (i.e., when the FPO and PPO belong to the same provider), five participants worked almost exclusively in projects
conducted in the second scenario (i.e., when the FPO and PPO are part of different providers), and the other four participants
worked in both scenarios. Next, we present the answers to the elicitation questions for both scenarios.

A. At the beginning of a bespoke evolution project, what software artifacts does the provider review to understand the product
to evolve?

Considering the participants answers, Figure 3 shows the software artifacts available to support the PKAAs in both scenarios.
It also shows a percentage of expected availability for each artifact at the beginning of a custom project; i.e., the feasibility of the
provider to count on each particular artifact to perform the PKAAs. These percentages were rounded to the closest integer value.
As expected, the source code and the user interfaces of the system are regularly available for the PPO and the development team.
Various interviewees indicated that, in the second evolution scenario, the demo of the product (i.e., the review of user interfaces
and user journeys) accelerates their understanding of the product functionality.

Unsurprisingly, the legacy information to support evolution projects in the first study scenario is more extensive than in the
second one. Excluding the source code and user interfaces, in scenario 1 the provider frequently counts on some representation of
the current product architecture, its software requirements (or list of services that it provides) and general information of the
system (e.g., supported user profiles, and configuration and deployment information). Less frequently, the provider counts on the
data model and roadmap of the product, or a backlog left by the former team.

In the second scenario, the provider mainly has the product’s source code and user interfaces as up-to-date information, and
eventually some other complementary information, like a list of requirements, a chart of the system architecture and general
information of the system. Some interviewees indicated that they demand more than source code and user interfaces to the
customer, before accepting to perform an evolution project in this second scenario.



Figure 3. Software artifacts used to support product evolution projects

B. What is the perceived quality of these artifacts considering their completeness, up-to-datedness and understandability?
Options: high, medium, low.

The quality of the software artifacts influence their usefulness for evolving the product. In this case, we defined the quality of
an artifact based on the interviewees perception about the completeness, up-to-datedness and comprehensibility of such an
artifact. Figure 4 shows the average perceived quality, per artifact and study scenario, according to the participants’ opinion.

Figure 4. Perceived quality of artifacts according to the participants.

The answers indicate that the providers have access to the source code and screenshots (or demos) at the beginning of the
project in both scenarios. Because the system to evolve is usually running in a testing environment or into production, the level of
completeness and up-to-datedness of these software artifacts is frequently high. However, some participants indicated that the
PKAAs are not always performed using the latest version of these artifacts, mainly in the second scenario.

Concerning the comprehensibility of these artifacts, the user interfaces and the system navigation are more understandable for
the PPO than the source code. The understandability of these artifacts in scenario 1 tends to be higher than in scenario 2, because
the artifacts generated by the same provider, even when they were created by different teams, tend to follow similar patterns or
styles. In addition, the participants indicated that performing tutorials, demos (user journeys) or similar activities considerably
eases the understandability of these artifacts.

Regarding the exploration of the source code, it is usually done by the PPO and skilled members of the development team.
Therefore, the comprehensibility of this artifact depends on both the individual skills of the inspectors and their ability to perform
joint work. However, the participants indicated that having the opportunity to ask questions to former developers of the product
makes a difference in the understanding of the source code. This situation is evidenced by comparing the comprehensibility of the



source code in scenarios 1 and 2 (Fig. 4). The same happens when the new team intends to comprehend any other artifact that
describes the product, not only the source code. Various participants reported the use of reverse engineering tools to help
understand the structure of the source code, but it is usually not part of a regular policy of the providers to understand this artifact.

Figure 4 also shows that several pieces of information and artifacts tend to be lost when the provider changes, e.g., the
sketches of both the system architecture and data model, or the product roadmap. According to the interviewees, it usually
happens because such artifacts are managed in repositories of the provider, and used to support the internal activities of the
development team. Typically, this information is partially or not delivered to the client at the end of the project, because it is not
usually part of the contract. Because most customers are not conscious of the relevance of this information in the future evolutions
of the product, they do not include it in the project contract.

Concerning the data model of the systems, it can be retrieved from the current database of the product, using software tools
that perform reverse engineering. However, various participants indicated that when the system implementation uses data
management capabilities provided by the modern software development frameworks (e.g., Django), the output of the reverse
engineering process is usually not easy to understand. This happens because the resulting data model specification includes
components and relationships that are required for the proper operation of the framework, but increases the complexity to
comprehend such an artifact.

Regarding the product roadmap, it usually does not exist; and if there is one, such specification is kept at the provider side and
not transferred to the customer. Therefore, in scenario 2 such information is lost after the first evolution project. Coincidentally,
the participants did not report product roadmaps governed or stored by customer organizations nor the existence of product
owners in that side.

C. As PPO, what activities do you and your team perform to analyze the software artifacts?

The participants indicated three non-exclusive activities that are usually performed to analyze the software artifacts: 1)
meetings with the customer personnel, 2) meetings with the former project leader or team, and 3) autonomous review of the
artifacts. The way to perform the last activity is diverse, e.g., in some cases only the PPO analyzes the artifacts, and in others
cases, the activity becomes more collaborative, where team members analyze particular artifacts and then report the results to the
PPO or the team.

The autonomous review is the PKAA most frequently used in scenario 1 (Fig. 5). Typically, it happens because the former
team shares the internal information of the product with the PPO and the new developers. This analysis of legacy information is
usually complemented with clarification meetings conducted with the FPO, project leader, and technical personnel of the former
team. The participants indicated that the PPO usually meets with representatives of the customer to validate assumptions and
expectations about the product being evolved.

In scenario 2, the PPOs and their team frequently use meetings with the customer personnel, as a first step to get a big picture
of the product functionality and major components. Then, they perform autonomous reviews of the source code and user
interfaces, given that not much extra artifacts are available for them. According to the participants, the meetings with the client
personnel are mandatory in this scenario. They also indicated that the former PO and development team are usually not available
for questions of the new provider. This increases the complexity of performing the PKAAs and the loss of knowledge about the
structural design of the product.

Figure 5. Product knowledge acquisition activities conducted by the PPOs



Figure 6 shows these PKAAs in more detail. Because the participants used different names for referencing the same activities,
the similar ones were grouped and labeled with a single name to properly compute and report them. Particularly, the exploration
meetings and interviews are used by the provider to gather information from the client on several aspects of the product, e.g., the
user profiles being supported and the functionality available for them.

Figure 6. Detailed activities to perform the product knowledge acquisition.

On the one hand, in these exploration meetings the customer personnel inform the provider on particular aspects of the
product; it mainly happens in scenario 2. These meetings are among the first ones to be performed in the product exploration
process, because it helps the PPO and new team build an initial shape of the product, and also synchronize expectations with the
client. Typically, each exploration meeting lasts 1-2 hours, and a small evolution project usually requires one or two of these
meetings.

On the other hand, the interviews are also meetings, but shorter than the previous ones. They are usually focused on getting a
more in-depth understanding on product components and features, and customer expectations. Typically, the interviews are
semi-structured and guided by the PPO.

Similar to the previous activities, the quick interactions also involve the provider and the customer. They are informal
(unplanned) and usually performed by email, instant messaging or phone calls. These interactions are used to ask the customer for
specific issues that can be answered in short (e.g., information confirmation or clarification) and help the provider advance in the
product knowledge acquisition. When the provider's questions involve information that is critical for the evolution project, the
PPO usually complement these interactions with a formal confirmation of the customer's answer. Considering the interviewees
comments, no major difference was identified in the use of this practice in scenarios 1 and 2. The differences shown in Fig. 6
could respond to the fact that in scenario 1 there usually are more people from the former project to interact with, and also more
artifacts that make the development team raise questions.

The reverse engineering activity involves the analysis of source code to obtain more abstract representations (usually, visual
representations), which help providers understand the structure of the system implementation. This activity can be done manually
(using code inspections) or supported by external tools that process the source code and generate these representations. The
literature reports the use of this practice in evolution scenarios where the product specifications tend to be insufficient [Sch10,
Tri15, pp.10], as it usually happens in scenario 2. Moreover, in this scenario the former provider is usually not available for
answering questions of the new provider, therefore, the use of these practices becomes more relevant than in scenario 1. In this
second case, the availability of members of the former team to support the new evolution project, reduces the need to perform
these reverse engineering activities.

Concerning the analysis of legacy information, it includes the review of other software artifacts by the provider personnel, for
instance, requirements specifications or architectural charts when available. This activity is most frequently used in scenario 1 due
to more software artifacts are available than in scenario 2.

Regarding the internal meetings, most participants indicate that these activities are not regular, but performed on-demand
when required; the PPO usually decides when to do them. In these meetings participate the PPO and members of the development
team, and eventually members of the former team in scenario 1. The goals of the internal meetings are diverse, for instance: 1) to
build a shared understanding (or a diagnosis) about the product’s structure and functionality, 2) to maintain communication and
coordination between team members while they perform the PKAAs, 3) to identify and make visible the challenges, risks and
obstacles to evolve the system. When the evolution project happens in scenario 1, the internal meetings involving members of the
former team become valuable to get contextual information for the new project, for instance, the level of technology appropriation
of the users and commitment of the counterpart, or the regular alignment among the stakeholders expectations.



The internal meetings are also performed in scenario 2, but less frequently than in scenario 1. The reasons seem to be similar
to the use of quick interactions; i.e., there are fewer artifacts to explore and, therefore, less sharing knowledge and coordination
activities are required. Moreover, no meetings with the former team are usually conducted in this scenario, because the former
provider is usually not available for the new provider.

D. What activities do you and your team usually perform to gather the tacit knowledge about the product?

The participants indicated that they do not perform particular activities to gather the tacit knowledge about the product. All
activities involving the customer´s personnel or the former development team are used to gather and validate the tacit and explicit
knowledge. Various participants highlighted that making explicit the tacit knowledge, and making the new team aware of it, is
highly important, but represents a major challenge for the new provider. Therefore, if such an activity is not part of the contract, it
is usually not performed at least that the provider has a good reason to do it; for instance, when this vendor is sure that it will be in
charge of evolving the product for a long time period. If the tacit knowledge of a product is not specified in some software
artifact, the evolution process will keep its current status-quo, and it will be difficult to improve the cost-effectiveness of the
PKAAs. Considering the evolution scenarios explored in this study, the projects conducted in scenario 1 usually involve less tacit
knowledge than those performed in scenario 2; it is evidenced in Fig. 4. Therefore, less activities with that purpose are also
performed (Fig. 6).

E. How do these activities are performed over time?

The participants indicated similar answers to this question for both scenarios. Typically, they perform an initial exploration
process, and then various focused inspection activities during the project. The initial exploration is conducted at the project start
period, and it is frequently addressed using a loosely-coupled approach [Pin05]; i.e., this exploration combines periods of
autonomous work of the PPO and teammates (e.g., analysis of legacy information), and sporadic knowledge synchronization
activities (e.g., internal meetings).

The PPO coordinates the process and assigns specific exploration responsibilities to the team members. The results of
individual explorations are reported to the PPO or to the whole team during the knowledge synchronization activities. Thus, the
PPO and technical leader get an overview of the product and client expectations. This allows them to gain self-confidence to
explore particular aspects of the product, and determine how to evolve it. Two participants indicated that they usually intend to
perform a formal initial exploration activity at the beginning of the project (implemented as a sprint 0), because it eases and
accelerates their understanding of the product. However, the feasibility to carry out such an exploration depends on a negotiation
with the customer who pays for it.

Concerning the focused inspection activities performed during the project, most participants (17 out of 19 interviewees)
indicated that they are conducted on-demand, mainly by the developers, when required. In scenario 1, these activities include not
only the analysis of legacy information, but also interactions with the current and former development team. In scenario 2, it is
limited to the analysis of legacy information and eventual interactions with the teammates.

The focused inspections are probably a consequence of using Scrum as development approach, which focuses the providers on
understanding the part of the system involved in the current or next sprint. Consequently, different parts of the product are
inspected in different periods (e.g., sprints or increments), sometimes involving different people. This situation produces thin
spread knowledge that usually remains tacit during the whole project; therefore, such knowledge is prone to be lost when there is
turnover of personnel in the development team, or after the project closure.

Depending on the granularity and relevance of the artifacts being explored, the developers share the results of the focused
inspections with the PPO, similar to the initial exploration. Considering the interviewees comments, no major differences were
identified in the way of performing the activity in the studied scenarios.

Summarizing, most participants indicated that they spend an important effort in conducting the PKAAs at the beginning of the
project, and then they continue performing these activities on-demand during the rest of the project; usually, in an informal way
and focused on particular parts of the system. The focused inspections generate mainly tacit knowledge that is lost when the
evolution project finishes.

F. How many daily or weekly hours do you usually spend in performing these activities?

The participants indicated that there is no predefined time allocated to perform the initial exploration or the focused inspection
activities. Typically, during the initial exploration, the PPO (as coordinator of this activity) assigns a deadline and a goal to
particular members of the development team. These people conduct the PKAAs that they consider appropriate to reach the goal,
and use several time windows during the labor journey. Therefore, the amount of time spent in this scattered process is uncertain
and depends on several variables, e.g., the availability and skills of the people to explore artifacts, the complexity and size of such
artifacts, and external help received to address de PKAAs.

Various PPOs indicated that they usually self-assign an internal deadline to get the basic knowledge of the product, but such a
deadline is not always visible for the development team. The internal deadline is defined considering the formal deadlines agreed
with the client to deliver the new features or perform the adjustments to the product. Therefore, the amount of time spent in the
initial exploration activity continues being uncertain, but constrained by the internal deadline imposed by the PPOs. These PPOs
also indicated that the PKAAs can be finished before the internal deadline, when they feel that the product evolution can be done
under control with their current understanding about the system.



Concerning the focused inspection activities, they are shorter than the initial exploration. The time allocation for each
inspection is also uncertain and considers informal deadlines. The deadlines are usually assigned by the person in charge of the
activity, and then agreed with the PPO.

The interviewees also indicated that the knowledge acquisition speed is considerably higher in the scenario 1 (same
providers), because not only more software artifacts are available, but also former team members are usually available to support
the new team. However, the time spent in the PKAAs in scenario 1 is not necessarily shorter than in scenario 2.

Concerning the two participants that indicated to perform a sprint 0 to address the initial exploration (whether it is feasible),
they mentioned that such sprint usually lasts one or two weeks, depending on context variables like the size and complexity of the
product to address and evolution to perform. Typically, people participating in the sprint 0 have full dedication to the PKAAs;
however, the number of the participants and their skills depend on what is required in each evolution project. It is important to
remark that the SMEs involved in this study mainly perform small evolution projects; therefore, the answers of the participants
should be understood under that context.

G. What is the timespan available to complete these activities?

In most cases, the answer to this question was indicated in the answer of the previous one. Summarizing, the timespan to
address the initial exploration activities is arbitrary, self-defined by the PPO, and its length usually depends on the size and
complexity of the artifacts to be explored and the level of understanding required to evolve the product. The time window to
perform the rest of the exploration activities (i.e., the focused inspections) is flexible, and it can be adjusted by the PPO according
to the results already obtained in the previous PKAAs. The timespan for focused inspections is uncertain, usually managed by the
person in charge of performing them.

The participants indicated that in particular situations, e.g., when the provider is sure that its company are going to perform
several evolution projects on the current product, the PPO usually assign people to understand in depth and specify key software
artifacts when they are not available; e.g., the system architecture, data model or major software services. Thus, the provider
reduces risks to address the next evolutions of that system. Typically, there is not a formal timespan to complete these activities,
and according to the participants, they can last from some few weeks to various months. The use of long time periods to perform
this exploration is usually a symptom of lack of artifacts that help understand the product, information decentralization, or lack of
a PO or someone else playing such a role.

H. After performing the previous activities, what is the level of mastery that you usually reach on the product? Options: i)
similar to a product owner, ii) basic knowledge on the product, and iii) no control on the product.

According to the participants, the level of mastery that is reached is uncertain because it depends on several variables, for
instance: i) the type of product addressed (size, complexity, etc.), ii) time windows available to learn about the product, iii) the
type and quality of software artifacts that are available, and iv) the external help received in the exploration process. Frequently,
the level of mastery reached by the PPO usually tends to be enough to evolve products in scenario 1, but insufficient for doing it
in scenario 2 (Figure 7). In projects performed in scenario 2, the PPO usually relies on the knowledge and capability of the
development team to manage product evolutions under uncertainty.

Figure 7. Mastery level reached by the PPO after performing the PKAAs

Various PPOs mentioned that they do not intend to become the PO during an evolution project, because they do not know if
they will participate in the next evolutions of the product. Instead, they intend to gain enough knowledge related to the aspects to
evolve according to the contract, and thus perform the evolution project in a controlled way. As mentioned before, if the PPOs



identify a high probability to continue evolving the product after the current project, they usually spend an extra effort to gain
control on the product. According to the participants, this attitude is frequently observed in both scenarios.

I. In your experience, what are the main limitations to quickly gain knowledge on the product structure and functionality?

The participants tend to agree that the size and complexity of the product is the primary limitation to quickly understand the
system structure and functionality. However, they also indicate several other limitations to perform the activity, for instance: i) the
availability of relevant and easy-to-understand information, ii) the quality and granularity of the supporting information, iii) the
time available to perform the reviews, iv) the quality of the external support received by the PPO and the current team, v) the low
motivation of the involved people, and vi) the differences among the PPO, client and development team on their understanding of
the product. Next we introduce each of them.

Availability of relevant and ease-to-understand information. It is quite clear that the availability and relevance of the
supporting information play a key role in the product knowledge gathering process. However, various participants highlighted the
effort required to understand and assimilate such information, as a major limitation to quickly identify the product structure and
functionality in a holistic way. According to them, this effort is influenced by several factors, like the amount of explicit and tacit
knowledge that is available, how scattered and visible is the tacit knowledge, the understandability of the software artifacts
specification, and the availability of external people who can help understand the product and its artifacts.

Quality and granularity of the supporting information. In general, there is little formal information related to the product, and
such information is difficult to consume (e.g., source code, little/no connected documents, or documents with any structure and
content). Typically, organizing these pieces of information to generate a holistic view of the product considering different
concerns (or aspects), is a difficult and time consuming activity. Among these concerns the participants mentioned the operational
environment and the system structure. The first one includes the components of the ecosystem (usually, a context diagram or
similar), the instructions to configure and deploy the product, and the technologies used in the system implementation. The second
concern includes components of the software system, for instance, the software architecture, the containers, the software
integrations (APIs to provide or consume services) and the data model. Furthermore, documentation varies from project to
project, provider to provider, even when the same development method is used.

On the other hand, the quality of the artifacts received by the PPO is usually average in terms of completeness and
understandability. In projects that use artifacts created by the same provider (e.g., in scenario 1), these artifacts tend to be more
complete and understandable, given their creators and readers are more familiar with the structure and nomenclature used in the
artifacts specification. Some providers ask the development team for completing the product documentation before closing the
project, which usually generates a gap between what is implemented and what is documented. This gap is usually detected in the
next evolution projects. Regardless of the obvious need of keeping the system documentation complete and updated, in practice
such information is not perceived as an asset that both provider and customer have to take care of it.

Available time to perform the reviews. Various participants indicated that the PKAAs are frequently addressed during the few
free time of the involved people, after performing their mandatory activities. It means that the PO and developers tend to perform
such activities when they are fatigued, which negatively affects the quality of activities’ output. In addition, the length of the time
windows for reviews is more related to people availability, than to the time required to properly carry out the exploration of the
artifacts.

On the other hand, there usually are schedule limitations to organize synchronous review activities between the PPO and team
members, which jeopardizes the knowledge sharing and coordination among the participants. Consequently, the capability to
allocate enough quality time to perform the PKAAs is compromised, and this negatively impacts on the effectiveness and
efficiency of the software product evolution project.

Quality of the help received by the PPO and the current team. Depending on the size and complexity of the evolution project,
the PPO could require help from members of the development team, and also from people involved in previous evolutions of the
product, e.g., the former PO and developers or client personnel. The need for this help ranges from “not required” (in small
evolution projects) to “highly required” (in large evolutions). Various participants indicate that, when this support is required, the
quality of the external help makes a difference on the output of the PKAAs. While good support usually accelerates the
knowledge acquisition, inappropriate support does waste time, limiting the capability of the PPO and the team to explore the
product on-time. In addition, the skills of the people who provide and receive this help also make a difference on these activities'
outcome.

Low motivation of the involved people. Although these product exploration activities are vital for project success, the
participants mentioned that no one wants to do them because of several reasons. First, the PKAAs are knowledge intensive,
boring, time-constrained and doing them properly usually requires an important individual and collective effort. Second, these
activities are usually perceived by the involved people as secondary since they distract the people from their main activity, which
is to build the new solution. Third, the effort spent in these activities is usually not recognized by the client or provider
organization. Fourth, no one knows if the effort spent on performing the PKAAs is worth, because this could be the first and last
evolution project for the current provider; moreover, everyone is aware of it. Consequently, the willingness to participate in the
PKAAs is usually low; it considers the members of the new and former development teams, the PPO and also the stakeholders. In
the same line, the motivation to improve the information that supports the PKAAs is also low. This tends to keep the status quo of
these activities when performing the next evolution project. Evidently, this limitation is much more harmful in scenario 2 than in
scenario 1.



Differences in the product understanding among the involved people. According to the interviewees, the thin spread
information and tacit knowledge about the product, and also its limited observability, tend to produce differences on what is and is
not the product according to the participants (i.e., the PPO, the development team and client counterpart). These discrepancies
usually slow down the process of identifying a common and accurate starting point for the evolution project.

VI. ANSWERS TO THE RQS

The answers to the elicitation questions allowed us to not only build the answers to the RQs, but also understand the
similarities and differences between both study scenarios. Next, we present the responses to the RQs.

A. RQ1: At the beginning of a bespoke evolution project, what software artifacts does the provider review to understand the
product to evolve?

Figure 8 illustrates, using blue squares, the answer to this question considering the evolution scenarios. As we can see, the
provider usually counts on the source code and the user interfaces to start its exploration and the evolution of the product. Then, in
scenario 1 the new team frequently counts on additional artifacts mainly for two reasons: 1) they have access to several
documents and specifications that were used internally for the former team, 2) after a couple of evolution projects the providers
feel that they probably continue evolving the product. This second reason pushes the provider to generate more and better artifacts
that remain available for the next evolution project addressed by them.

In the case of scenario 2, the availability of artifacts is lower than in scenario 1 due to several reasons, such as: 1) the tacit
knowledge of the former team was never made explicit, 2) the former team transferred to the client only the artifacts indicated in
the contract, and 3) part of the transferred artifacts were lost by the customer, because usually nobody from the client side takes
care of this information; i.e., there usually is no formal guardian of the software artifacts in the customer organization.

Figure 8. Artifacts and activities used in the product exploration process.

Concerning the use of the artifacts to support the PKAAs, it is important to consider that the acquisition of product knowledge
involves two stages, which are typically performed in sequence: 1) to understand the product in a holistic way, and 2) to
understand the specific aspects or features involved in the evolution project. The artifacts required to support each stage are
different. In that sense, every PPO or team member in charge of an activity decides what artifacts to use, according to their own
criteria and the feasibility of using them. Therefore, these software artifacts should be perceived as tools in a toolbox, which are
available to support both stages of the product knowledge acquisition.

According to the interviewees, there are no useless artifacts; however, some of them are perceived as more valuable than
others depending on the product exploration stage being addressed. For instance, the software architecture, data model and
product roadmap are recognized as highly valuable to understand the product in a holistic way (i.e., the first stage of the process).
To support the same stage, the system configuration and deployment instructions (included in the category “infra./user profiles
and setting documentation” in Fig. 8) are recognized as valuable to reduce the effort of the provider to make the system run in
order to explore it mimicking the users.

The completeness, up-to-datedness and understandability of the artifacts also influence how much they are used in-practice. In
particular, low-quality artifacts are kept away from the shared repository of the project to avoid team members wasting time
analyzing these documents that lead to misunderstandings.

B. RQ2: What activities does the provider usually perform during the product knowledge acquisition stage?



The answer to this question, illustrated using orange and red squares in Figure 8, is similar to the previous one in the sense that
these activities should also be considered as tools for addressing the product exploration process. The PPO and the team decide to
use a particular activity considering their expertise and availability to perform it, the artifacts and external people available to
support it, and its suitability to address the exploration goal at the current stage of the product knowledge acquisition process. The
differences in the frequency of use that we see between both scenarios are directly related to it (Fig. 8). For instance, in scenario 1
the providers mainly perform analysis of legacy information because the software artifacts and external people required to support
such activity are usually available. In scenario 2, where the availability of artifacts and external people is clearly lower, the
providers have to perform interviews and reverse engineering to try to gather the same knowledge as in scenario 1.

Typically, these activities are intensively used at the beginning of the project (i.e., during the initial exploration) and then
performed on-demand in the focused inspections during the whole project. Therefore, the PKAAs end-up happening almost in
parallel with the implementation of the product evolution. This is aligned with the way to evolve a product using software process
agile approaches.

C. RQ3: How much effort does the provider usually put into performing the PKAAs?

The effort invested to perform the PKAAs is uncertain in both evolution scenarios, given that it depends on several factors
such as: i) the size and complexity of the project, ii) the capabilities of the PPO and the team, iii) the availability and quality of
software artifacts, and vii) the amount and quality of external support that the new team receives. Most participants indicated that
they spend effort in conducting the PKAAs usually until reaching one of the following situations: 1) the team already gathered the
knowledge required to keep under control the current evolution, and 2) the PPO indicates that there is no extra time to continue
exploring the product. However, if the provider thinks that there is an important chance to continue evolving the product after the
current project, then it usually assigns extra time and people to explore the product, even to make explicit part of the tacit
knowledge.

Due to the differences in the available resources and external support received to perform the PKAAs in both study scenarios,
the participants believe that they spend less effort in exploring the product in scenario 1 than in scenario 2. Moreover, they also
perceive that they end-up getting a more in-depth understanding of the product in the former scenario than in the latter.

D. RQ4: After performing the PKAAs, what is the mastery level that the PPO usually reaches?

The results shown in Figure 7 indicate that teams are considerably more cost-effective performing PKAAs in scenario 1 than
in scenario 2. This is a finding that can also be envisioned from the responses to RQ3.

The study results also show that in most cases, after performing the PKAAs, the PPO and the development team reach a basic
knowledge about the product. This is a consequence of our poor practices, artifacts and motivations to perform these activities.
The limitations, already presented in section V.I, open several research opportunities to improve the cost-effectiveness of the
product exploration process in multiprovider evolution scenarios.

VII. DISCUSSION

These results illustrate the complexity and the challenges of conducting the PKAAs in the study scenarios. They also show
that the software evolution scenarios are diverse, particularly in terms of artifacts and people available to support the product
exploration process. This support has a direct impact on the outcome of the PKAAs, which is usually poor. Next, we discuss how
several aspects of the product exploration process can be addressed to improve its effectiveness in the study scenarios.

Concerning the structure and dynamic of the product exploration process

This process is informal and usually slow, knowledge intensive and time-constrained. In the studied scenarios, its structure tends
to involve two stages: an initial wide exploration of the product, and then several on-demand focused reviews that are performed
individually by the team members. Consequently, the exploration process is usually scattered and therefore it requires
coordination, usually by the PPO, to ensure an appropriate knowledge integration and sharing. In most cases, the exploration
process requires first to collect thin knowledge, integrate it and sometimes to make it explicit before sharing it to the development
team.

Regardless of the complexity and relevance of this process, the provider does not allocate formal time to explore the product, and
the participants do not receive recognition for getting a suitable outcome from this process. Consequently, the development team
and external people tend to be reluctant to participate in these processes, except when the evolution is small and focused, or
represent an important opportunity for the provider. Therefore, a first challenge for practitioners and researchers is to conceive
new proposals that reduce the complexity of this process and make it valuable for the participants. That will make the product
exploration process more effective.

Concerning the information supporting the process

The scenario in which the product evolution is performed usually influences the availability of information and people to support
the PKAAs. Concerning the supporting information, it involves software artifacts (explicit knowledge) and also tacit knowledge
that are not always easy or feasible to access by the new providers. Typically, the explicit knowledge on the product is kept in a
shared repository by the development team, as a collection of thin spread artifacts. Such information is usually shared with other
teams of the same provider, but no with teams of other providers. Moreover, that information is not delivered (or partially
delivered) to the customer organization depending on what was specified in the project contract.



When the software provider changes, these pieces of information and the tacit knowledge get lost if they are not delivered. Even
when delivered to the customer, it frequently gets lost if the such organization has not a custodian of that information. Therefore,
the next evolution project of that product tends to start in similar conditions than the previous ones. In this sense, a second
challenge for researchers and practitioners is to propose new mechanisms to reduce the loss of tacit and explicit knowledge when
the provider or an important part of the development team changes. To properly address this challenge, it is required to change
the role of this supporting information in the evolution processes. Instead of providing only a technical view of the current system,
it should represent the product roadmap that allows customers and providers to govern the product evolution throughout its
lifecycle. This will increase the perceived value of this information, and therefore, there will be more commitment to take care of
it and keep it up-to-date.

The software artifacts, even when available, are not always easy to understand and relate to the new provider. This makes the
participation of external people, e.g., the former PO or development team, be frequently required to get a holistic view of the
product in short-time. Unfortunately, these people are not always available or willing to participate; therefore, it is required to
conceive artifacts representations that are easy-to-understand and interrelate without the need of counting on third people. Using
templates for these representations can also help improve the understandability of the artifacts. Moreover, counting on a major
structure that holds and interrelates several software artifacts, would help reduce the effort to understand the product, the need to
count on external people, and the loss of information produced by having the pieces distributed in different sources.

Concerning the participants

The regular roles played by the actors in multiprovider software evolution scenarios do not contribute to improving the conditions
under which the next evolution project is going to be performed. On the one hand, the provider (mainly the project leader and the
development team) has few or no major incentives to generate complete and up-to-date artifacts that help others evolve the
software. In this scenario, the product ownership tends to rest in the provider, but such a role could change if the customer decides
to continue the system evolution with a new provider, or the provider decides to no longer evolve such a product. These situations
discourage providers from being the guardian of the product information.

On the other hand, the delivery of such information is usually not included in the project contract, and if it does, the client
organization rarely has a guardian or a product owner who understands the artifacts and takes care of them. In fact, the
participants in the study indicate that most customers are not aware of the relevance that software artifacts have in the product
evolution; therefore, nobody pays extra money for them. In this sense, there is a challenge to make customers and providers
realize that the product artifacts are as valuable as the source code, and therefore, they need to be governed in a way similar to
the source code. If both parts understand it, then the software artifacts will become a marketable product that would help address
most of the previous challenges.

VIII. THREATS TO VALIDITY

The results of this study should be understood in the context of small and medium-sized software enterprises (SMEs) that
develop and maintain software in multiproviders scenarios. This exploratory study considered the construct, internal and external
validity, as characterized in [Woh12].

To address the threats to the construction validity, we used semi-structured interviews as a data collection instrument that
allowed us to collect qualitative and quantitative information. In order to eliminate possible ambiguities and biases in the
questions, two external researchers evaluated the different versions of the inquiring instrument. Moreover, before applying the
instrument we carried out a pilot interview, which allowed us to fine tune the questions, trying to achieve clear and direct answers.

Concerning the providers involved in this study, they represent a quite diverse set of SMEs, most of them were enrolled in a
Chilean software providers community. The list of candidates that participate in the study was built based on the preselection
performed by the SMEs, considering the inclusion and exclusion criteria. The participants were invited by email, where we
explained to them the rights and conditions to participate in the interview and in the study. The information provided to the
participants does not allow them to envision the elicitation or research questions, thus avoiding the bias of RQs guessing. In order
to ensure accuracy of the PPOs answers when they refer to activities conducted by team members, all PPOs have played other
technical roles as part of the development team during the last five years (inclusion criteria iv).

In order to mitigate the threats to the internal validity the processing and analysis of results followed the guidelines from
Seaman [Sea99] and Eisenhardt [Eis89]. The participants gave their explicit consent to be recorded in video during the interview.
The records allowed us to review the interviews more than once, and thus to recover trustworthy and contextualized information.
Although the SMEs and participants were quite diverse, it was not possible to determine that the sample was representative of the
target population. The sample was the result of applying the inclusion and exclusion criteria that ensured us to count on
participants capable of providing valid information and opinions for this study. The answers of the participants showed no
contradictory information, presenting similar or complementary information. This indicates that the reliability of the source
information is probably high and representative of the sample.

Concerning the possible threats to external validity, this study recognizes the diversity of companies and contexts in which
evolution projects are carried out, and clearly establishes the scenarios in which the reported results can be considered valid.
Although the source information that supports the results is quite consistent, more empirical research is required to determine the
eventual generalization of the findings. Given the dynamism of this activity, we recognize that the validity of the study findings
will change as the artifacts and practices used to address PKAAs also change.



IX. CONCLUSIONS AND FUTURE WORK

Performing the PKAAs is mandatory in software evolution projects. However, there is a diversity of evolution scenarios that
involve different goals, people, software artifacts, and activities. In particular, the software evolution in multiprovider scenarios
has received little attention from the software engineering community. The study reported in this article explores the way in which
a set of SMEs from Chile and Brazil perform the PKAAs in two particular evolution scenarios.

The results indicate that the evolution process is mainly informal and artisanal, and the product ownership is temporal and
tends to be a responsibility of the current provider. Usually, there is not a formal recognition for the provider to play such a role,
which demotivates it to generate complete and reliable software artifacts, to make explicit the tacit knowledge, and to govern such
a knowledge given its relevance for the next product evolution projects.

From the customer side, the process is not more auspicious, since it usually does not have a product owner (or someone who
plays such a role). Typically, the customer is not aware of the relevance of the supporting information in the product evolution;
therefore, it does not take care of it. Consequently, due to the lack of motivation of the provider or awareness of the client, much
supporting information is lost after each evolution project. This loss becomes critical when the software provider changes. This
situation keeps or worsens the initial conditions to be addressed by every new provider during the next evolution project.

Our main conclusion is that a paradigm change is required to break the status-quo in software evolution projects when they are
performed in multiprovider scenarios. On the one hand, the software artifacts should improve its completeness, understandability
and up-to-datedness. On the other hand, the artifacts should be governed and understood as a marketable component of the
software, similar to the source code. In addition, the customer should count on a product owner able to understand, validate and
take care of these artifacts.

These results illustrate the complexity and challenges for conducting these activities, the effectiveness of the product
exploration process in each study scenario, and the main obstacles to improving that process. The study results also show several
opportunities for research.
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